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(Autonomous) SAMAYAPURAM, TRICHY– 621112.
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## VISION MISSION

**INSTITUTE VISION AND MISSION**

“To achieve a prominent position among the top technical institutions”

**M1:** To bestow standard technical education par excellence through state of the art infrastructure, competent faculty and high ethical standards.

**M2:** To nurture research and entrepreneurial skills among students in cutting edge technologies.

**M3:** To provide education for developing high-quality professionals to transform the society.

## DEPARTMENT VISION AND MISSION

**VISION**

To create eminent professionals of Computer Science and Engineering by imparting quality education.

## MISSION

**M1:** To provide technical exposure in the field of Computer Science and Engineering through state of the art infrastructure and ethical standards.

**M2:** To engage the students in research and development activities in the field of Computer Science and Engineering.

**M3:** To empower the learners to involve in industrial and multi-disciplinary projects for addressing the societal needs.

## THE PEOs OF THE PROGRAMME ARE,

Our graduates shall

**PEO1:**Analyse, design and create innovative products for addressing social needs.

**PEO2:** Equip themselves for employability, higher studies and research.

**PEO3:** Nurture the leadership qualities and entrepreneurial skills for their successful career

## PROGRAM SPECIFIC OUTCOMES (PSOs)

Students will be able to

**PSO1:** Apply the basic and advanced knowledge in developing software, hardware and firmware solutions addressing real life problems.

**PSO2:** Design, develop, test and implement product-based solutions for their career enhancement.

## PROGRAM OUTCOME (PO)

**PO1 Engineering knowledge**: Apply the knowledge of mathematics, science, engineering fundamentals, and an engineering specialization to the solution of complex engineering problems.

**PO2 Problem analysis:** Identify, formulate, review research literature, and analyze complex engineering problems reaching substantiated conclusions using first principles of mathematics, natural sciences, and engineering sciences.

**PO3 Design/development of solutions:** Design solutions for complex engineering problems and design system components or processes that meet the specified needs with appropriate consideration for the public health and safety, and the cultural, societal, and environmental considerations.

**PO4 Conduct investigations of complex problems:** Use research-based knowledge and research methods including design of experiments, analysis and interpretation of data, and synthesis of the information to provide valid conclusions.

**PO5 Modern tool usage:** Create, select, and apply appropriate techniques, resources, and modern engineering and IT tools including prediction and modelling to complex engineering activities with an understanding of the limitations.

**PO6 The Engineer and Society:** Apply reasoning informed by the contextual knowledge to assess societal, health, safety, legal and cultural issues and the consequent responsibilities relevant to the professional engineering practice.

**PO7 Environment and sustainability:**Understand the impact of the professional engineering solutions in societal and environmental contexts, and demonstrate the knowledge of, and need for sustainable development.

**PO8 Ethics:** Apply ethical principles and commit to professional ethics and responsibilities and norms of the engineering practice.

**PO9 Individual and team work:** Function effectively as an individual, and as a member or leader in diverse teams, and in multidisciplinary settings

**PO10 Communication:** Communicate effectively on complex engineering activities with the engineering community and with society at large, such as, being able to comprehend and write effective reports and design documentation, make effective presentations, and give and receive clear instructions.

**PO11 Project management and finance:** Demonstrate knowledge and understanding of the engineering and management principles and apply these to one’s own work, as a member and leader in a team, to manage projects and in multidisciplinary environments.

**PO12 Life-long learning:** Recognize the need for, and have the preparation and ability to engage in independent and life-long learning in the broadest context of technological change.

## COURSE OBJECTIVES:

1. To write test and debug simple compiler writing tools.
2. To implement the different phases of compiler.
3. To analyze the data flow and the control flow of a program.
4. To study simple optimization techniques.
5. To use assembly language program like a source language program.

## COURSE OUTCOMES:

|  |  |  |
| --- | --- | --- |
| **CO** | **DESCRIPTION** | **KNOWLEDGE**  **LEVEL** |
| C318.1 | Analyze and design solutions of compiler to test and debug compiler writing tools. | K4 |
| C318.2 | Analyze the control flow and data flow of a program. | K4 |
| C318.3 | Apply appropriate techniques to optimize a problem using LEX and YACC. | K3 |
| C318.4 | Analyze complex engineering problems to implement storage allocation strategies. | K4 |
| C318.5 | Utilize assembly language like any other source language. | K3 |

**CO PO MAPPING TABLE:**

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| **SNO** | **PO1** | **PO2** | **PO3** | **PO4** | **PO5** | **PO6** | **PO7** | **PO8** | **PO9** | **PO10** | **PO11** | **PO12** | **PSO1** | **PSO2** |
| **C318.1** | 3 | 3 | 3 | - | - | - | - | 2 | 3 | 2 | - | 3 | 3 | 2 |
| **C318.2** | 3 | 3 | 3 | - | 3 | - | - | 2 | 3 | 2 | - | 3 | 3 | 2 |
| **C318.3** | 3 | 3 | 3 | - | - | - | - | 2 | 3 | 2 | - | 3 | 3 | 2 |
| **C318.4** | 3 | 3 | 3 | - | - | - | - | 2 | 3 | 2 | - | 3 | 3 | 2 |
| **C318.5** | 3 | 3 | 3 | - | 3 | - | - | 2 | 3 | 2 | - | 3 | 3 | 2 |
| **C318** | **3.00** | **3.00** | **3.00** | **0.00** | **3.00** | **0.00** | **0.00** | **2.00** | **3.00** | **2.00** | **0.00** | **3.00** | **3.00** | **2.00** |

## LIST OF EXPERIMENTS

|  |  |  |  |
| --- | --- | --- | --- |
| **Ex.No** | **Name of the Exercise** | **CO** | **PO** |
| **1.** | Implement symbol table. | CO1 | PO1-3,PO8-10,PO12,  PSO1-2 |
| **2.** | Develop a lexical analyzer to recognize a few patterns in  C. (Ex. identifiers, constants, comments, operators etc.). | CO1 | PO1-3,PO8-10,PO12,  PSO1-2 |
| **3.** | Implement a Lexical Analyzer using LEX Tool | CO3 | PO1-3,PO5, PO8-10,PO12,  PSO1-2 |
| **4.** | Generate YACC specification to recognize a valid arithmetic expression that uses operator +, - , \* and /. | CO3 | PO1-3,PO5, PO8-10,PO12,  PSO1-2 |
| **5.** | Implement an Arithmetic Calculator using LEX and  YACC. | CO3 | PO1-3,PO5, PO8-10,PO12,  PSO1-2 |
| **6.** | Generate three address code for a simple program using  C language or LEX-YACC. | CO3 | PO1-3,PO5, PO8-10,PO12,  PSO1-2 |
| **7.** | Convert the BNF rules into YACC form and write code  to generate Abstract Syntax Tree. | CO4 | PO1-3,PO8-10,PO12,  PSO1-2 |
| **8.** | Implement control flow analysis and Data flow Analysis | CO2 | PO1-3,PO8-10,PO12,  PSO1-2 |
| **9.** | Implement any one storage allocation strategies  (Heap,Stack,Static) | CO4 | PO1-3,PO8-10,PO12,  PSO1-2 |
| **10.** | Implement the back end of the compiler which takes the three address code and produces the 8086 assembly language instructions that can be assembled and run using a 8086 assembler. The target assembly instructions can be simple move, add, sub, jump. Also  simple addressing modes are used. | CO5 | PO1-3,PO5, PO8-10,PO12,  PSO1-2 |
| **11.** | Implement simple code optimization techniques (Constant folding, Strength reduction and Algebraic transformation) | CO5 | PO1-3,PO5, PO8-10,PO12,  PSO1-2 |
| **\*\*12** | Implementation of adding line number to a given three address code in file | CO3 | PO1-3,PO8-10,PO12,  PSO1-2 |
| **\*\*13** | Implementation of Assembly code cost calculation | CO5 | PO1-3,PO5, PO8-10,PO12,  PSO1-2 |

\*\*Content Beyond Syllabus

**EX.NO:1 IMPLEMENTATION OF SYMBOL TABLE**

**Aim**

To Write a C program to create a symbol table.

**Algorithm**

Step 1: Start the program with necessary header files

Step 2: Declare the variables, functions and structure members

Step 3: Using switch case statement to enter the options insert, display, search, modify and exit. Step 4: Insert the label, symbol and address of the values

Step 5: Display the inserted values in the format of label, symbol and address Step 6: Search the particular values in the table using strcmp() to find the label Step 7: Modify the inserted label by new label using search()

Step 8: Display the entire table Step 9: stop the program execution.

**PROGRAM:**

#include<stdio.h> #include<conio.h> #include<alloc.h> #include<string.h> #include<stdlib.h> #define NULL 0 int size=0;

void Insert(); void Display(); void Delete();

int Search(char lab[]); void Modify();

struct SymbTab

{

char label[10],symbol[10]; int addr;

struct SymbTab \*next;

};

struct SymbTab \*first,\*last; void main()

{

int op,y; char la[10]; clrscr();

do

{

printf("\n\tSYMBOL TABLE IMPLEMENTATION\n");

printf("\n\t1.INSERT\n\t2.DISPLAY\n\t3.DELETE\n\t4.SEARCH\n\t5.MODIFY\n\t6.END\n"); printf("\n\tEnter your option : ");

scanf("%d",&op); switch(op)

{

case 1:

Insert(); break; case 2:

Display(); break; case 3:

Delete(); break; case 4:

printf("\n\tEnter the label to be searched : "); scanf("%s",la);

y=Search(la); printf("\n\tSearch Result:"); if(y==1)

printf("\n\tThe label is present in the symbol table\n"); else

printf("\n\tThe label is not present in the symbol table\n"); break;

case 5:

Modify(); break; case 6:

exit(0);

}

}while(op<6);

getch();

}

void Insert()

{

int n;

char l[10];

printf("\n\tEnter the label : "); scanf("%s",l);

n=Search(l); if(n==1)

printf("\n\tThe label exists already in the symbol table\n\tDuplicate can't be inserted"); else

{

struct SymbTab \*p; p=malloc(sizeof(struct SymbTab));

strcpy(p->label,l); printf("\n\tEnter the symbol : "); scanf("%s",p->symbol); printf("\n\tEnter the address : "); scanf("%d",&p->addr);

p->next=NULL; if(size==0)

{

first=p; last=p;

}

else

{

last->next=p; last=p;

}

size++;

}

printf("\n\tLabel inserted\n");

}

void Display()

{

int i;

struct SymbTab \*p; p=first;

printf("\n\tLABEL\t\tSYMBOL\t\tADDRESS\n"); for(i=0;i<size;i++)

{

printf("\t%s\t\t%s\t\t%d\n",p->label,p->symbol,p->addr); p=p->next;

}

}

int Search(char lab[])

{

int i,flag=0;

struct SymbTab \*p; p=first; for(i=0;i<size;i++)

{

if(strcmp(p->label,lab)==0) flag=1;

p=p->next;

}

return flag;

}

void Modify()

{

char l[10],nl[10];

int add,choice,i,s; struct SymbTab \*p; p=first;

printf("\n\tWhat do you want to modify?\n");

printf("\n\t1.Only the label\n\t2.Only the address\n\t3.Both the label and address\n"); printf("\tEnter your choice : ");

scanf("%d",&choice); switch(choice)

{

case 1:

printf("\n\tEnter the old label : "); scanf("%s",l);

s=Search(l); if(s==0)

printf("\n\tLabel not found\n"); else

{

printf("\n\tEnter the new label : "); scanf("%s",nl); for(i=0;i<size;i++)

{

if(strcmp(p->label,l)==0) strcpy(p->label,nl);

p=p->next;

}

printf("\n\tAfter Modification:\n"); Display();

}

break; case 2:

printf("\n\tEnter the label where the address is to be modified : "); scanf("%s",l);

s=Search(l); if(s==0)

printf("\n\tLabel not found\n"); else

{

printf("\n\tEnter the new address : "); scanf("%d",&add); for(i=0;i<size;i++)

{

if(strcmp(p->label,l)==0) p->addr=add;

p=p->next;

}

printf("\n\tAfter Modification:\n"); Display();

}

break; case 3:

printf("\n\tEnter the old label : "); scanf("%s",l);

s=Search(l); if(s==0)

printf("\n\tLabel not found\n"); else

{

printf("\n\tEnter the new label : "); scanf("%s",nl);

printf("\n\tEnter the new address : "); scanf("%d",&add); for(i=0;i<size;i++)

{

if(strcmp(p->label,l)==0)

{

strcpy(p->label,nl); p->addr=add;

}

p=p->next;

}

printf("\n\tAfter Modification:\n"); Display();

}

break;

}

}

void Delete()

{

int a;

char l[10];

struct SymbTab \*p,\*q; p=first;

printf("\n\tEnter the label to be deleted : "); scanf("%s",l);

a=Search(l); if(a==0)

printf("\n\tLabel not found\n"); else

{

if(strcmp(first->label,l)==0) first=first->next;

else if(strcmp(last->label,l)==0)

{

q=p->next;

while(strcmp(q->label,l)!=0)

{

p=p->next; q=q->next;

}

p->next=NULL; last=p;

}

else

{

q=p->next;

while(strcmp(q->label,l)!=0)

{

p=p->next; q=q->next;

}

p->next=q->next;

}

size--;

printf("\n\tAfter Deletion:\n"); Display();

}

}

![](data:image/png;base64,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)**Output:**

RESULT:

Thus the C program to implement the symbol table was executed and the output is verified.

## EX.NO:2 Develop a lexical analyzer to recognize a few patterns in C. AIM:

To write a program to implement lexical analyzer using C.

## ALGORITHM:

Step 1: Initialize four arrays to hold operators, keywords, special symbols and identifiers respectively. Step 2: Open the input file in read mode.

Step 3: Display the choices to list the tokens. Step 4: Get the choice from the user.

Step 5: Scan the characters of the input file one at a time. Step 6: Compare with the tokens in the array.

Step 7: Print the token type.

**Program:** #include<stdio.h> #include<string.h> main()

{

FILE \*fp;

char a[5]={':','-','\*','+','='};

char b[8]={'{','}','[',']','(',')'};

char q[20]={'a','b','c','d'};

char p[15][15]={"int","if","void"}; int i,j,k,n,l;

char x,ch,y[7],s[10],z[8],ch1[80],id[60]; printf("\*\*\*\*\*\*\*\*\n Choices are: \n\*\*\*\*\*\*\*\*\*"); printf("\n 1. Operators");

printf("\n 2. Special Symbols"); printf("\n 3. Keywords");

printf("\n 4. Identifiers");

printf("\n 5. Exit"); first:;

printf("\n Enter your choice:"); scanf("%d",&n);

switch(n)

{

case 1:

printf("\n 1. Operators");

for(i=0;i<strlen(a);i++)

{

fp=fopen("in6.txt","r"); do

{ch=fgetc(fp); if(ch==a[i])

{

printf("\n%c\n",ch); break;

}

}

while(!feof(fp));

}

fclose(fp); goto first; case 2:

printf("\n 2. Special Symbols"); for(j=0;j<strlen(b);j++)

{

fp=fopen("in6.txt","r"); do

{ x=fgetc(fp);

if(x==b[j])

{

printf("\n%c\n",b[j]); break;

}

}while(x!=EOF);

}

fclose(fp); goto first; break; case 3:

printf("\n 3. Keywords"); fp=fopen("in6.txt","r"); l=0;

x=getc(fp); while(x!=EOF&&x!='(')

{

id[l]=x; l++;

x=getc(fp);

}

id[l]='\0'; fclose(fp); printf("\n%s\n",id); goto first;

break; case 4:

printf("\n 4. Identifiers"); for(i=0;i<strlen(q);i++)

{

fp=fopen("in6.txt","r"); do

{

ch=fgetc(fp); if(ch==q[i])

{

printf( "\n%c\n",ch); break;

}

}

while(!feof(fp));

}

fclose(fp); goto first; break; case 5:

printf("5. You Want To Quit Give Y:"); scanf("\n%c\n",&y);

if(getchar()=='y') exit(0);

else goto first; break;

}

}

## OUTPUT:

[me23@LocalHost~]$ vi in6.txt if (a>b)a=a+2 [me23@LocalHost ~]$ cc lexip.c [me23@LocalHost ~]$ ./a.out

\*\*\*\*\*\*\*\*

Choices are:

\*\*\*\*\*\*\*\*\*

1. Operators
2. Special Symbols
3. Keywords
4. Identifiers
5. Exit

Enter your choice:1

1. Operators

+

=

Enter your choice: 2

1. Special Symbols (

)

Enter your choice:3

1. Keywords if

Enter your choice:4

1. Identifiers a

b

Enter your choice:5

1. You Want To Quit Give Y: y

## RESULT:

Thus the program to implement the lexical analyzer of a compiler was implemented in C

## Ex. No:3 IMPLEMENTATION OF LEXICAL ANALYSIS IN LEX TOOL

**AIM**

To Write a program to implement the function of Lexical Analyzer using LEX tool

## ALGORITHM

Step 1: Open the vi editor and given the name as vi lex.l Step 2: Declare the identifier [a-z A-Z][a-zA-z0-9]\*

Step 3: Read the preprocessor directive to display the keywords.

Step 4:Read the assignment operator, relational operator and display it.

Step 5: Open a file vi lex. c in read and include the yylex() tool for input scanning. Step 6: D e f i n e t h e a l p h a b e t s a n d n u m b e r s .

Step 7: Print the preprocessor, function, keyword using yytext.lex tool.

Step 8: Print the relational, assignment and all the operator using yytext() tool. Step9: Also scan and print where the loop ends and begins.

Step10: Use yywrap() to enter an error.

Step 11. Stop the program execution.

**PROGRAM**

**vi lex.l**

%{

int COMMENT=0;

%}

identifier [a-zA-Z][a-zA-Z0-9]\*

%%

#.\* { printf("\n%s is a PREPROCESSOR DIRECTIVE",yytext);} int |

float | char | double | while | for |

do | if |

break |

continue | void | switch | case | long | struct | const | typedef | return | else |

goto {printf("\n\t%s is a KEYWORD",yytext);} "/\*" {COMMENT = 1;}

"\*/" {COMMENT = 0;}

\)(\;)? {if(!COMMENT) printf("\n\t");ECHO;printf("\n");}

\( ECHO;

= {if(!COMMENT)printf("\n\t%s is an ASSIGNMENT OPERATOR",yytext);}

\<= |

\>= |

\< |

== |

\> {if(!COMMENT) printf("\n\t%s is a RELATIONAL OPERATOR",yytext);}

%%

int main(int argc,char \*\*argv)

{

if (argc > 1)

{

FILE \*file;

file = fopen(argv[1],"r"); if(!file)

{

printf("could not open %s \n",argv[1]); exit(0);

}

yyin = file;

}

yylex(); printf("\n\n"); return 0;

} int yywrap()

{

return 0;

}

**vi lex1.c:**

main()

{

int a,b,c,i; a=10; b=20;

c=a+b\*10; if(a>b) printf("%d",a); else printf("%d",b); i=0;

while(i<c)

{

printf("%",i); i=i+100;

}

}

**Output:**

[user001@localhost ~]$ lex lex.l [user001@localhost ~]$ cc lex.yy.c [user001@localhost ~]$ ./a.out lex1.c
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## RESULT

Thus the lex program was executed and the tokens of the program were classified.

## EX.NO:4 Generate YACC specification to recognize a valid arithmetic expression that uses operator +, - , \* and /.

**Aim:**

To write a C program to implement lexical analyzer for Arithmetic Expression.

## Algorithm:

Step 1: Open the vi editor and given the name as vi arith.y

Step 2: Include the header files stdio.h, ctype.h, stdlib.h and string.h in the declaration part Step 3: Read the numbers, operators and expressions in the translation rules part

Step 4: Analyze the structure of the expression to find the valid expression.

Step 5: If the given expression is valid to display the output otherwise produce the error message Step 6:In the main program read the expression using yylex function

Step 7: The getchar function is used to get the character and digit of the expression Step 8: If the given digit is valid return the number otherwise return the error message Step 9.Stop the program execution

Input: Programming language arithmetic expression Output: A sequence of tokens. Tokens have to be identified and its respective attributes have to be printed.

**PROGRAM:**

**arith.y**

%{

#include<stdio.h> #include<ctype.h> #include<stdlib.h> #include<string.h> #define YYSTYPE double

%}

%token num

%left '+' '-'

%left '\*' '/'

%%

st: st expr '\n' {printf("Valid");}

| st '\n'

|

| error '\n' {printf("INVALID");}

;

expr: num

| expr '+' expr

| expr '/' expr

%%

main()

{

printf(" ENTER AN EXPRESSION TO VALIDATE");

yyparse();

}

yylex()

{

int ch; while((ch=getchar())==' ');

if(isdigit(ch)|ch=='.')

{

ungetc(ch,stdin); scanf("%lf",&yylval); return num;

}

return ch;

}

yyerror(char \*s)

{

printf("%S",s);

}

Output:

[user041@localhost ~]$ yacc -d arith.y [user041@localhost ~]$ cc y.tab.c -ll [user041@localhost ~]$ ./a.out

ENTER AN EXPRESSION TO VALIDATE 10+6

Valid 10+

INVALID 9+^H

**RESULT**:

Thus the lexical analyzer for arithmetic expression was created and implemented.

## EX. NO. 5 IMPLEMENTATION OF AN ARITHMETIC CALCULATOR USING LEX AND YACC

**AIM:**

To write a YACC program to implement a desktop calculator

## ALGORITHM:

Step1:Place the C declaration statements inside %{ and %} Step2: Declare the tokens

Step3: Define the associativity of the operators and algebraical functions Step4: Define the expression types and action to be done.

Step5: In the main function get the input expression and start parsing. Step6: If there are no errors then print the resultant of the expression.

## Program:

%{

double memvar;

%}

%union

{

double dval;

}

%token<dval>NUMBER

%token<dval>MEM

%token LOG SINE Nlog COS TAN

%left ‘-‘ ‘+’

%left ‘\*’ ‘/’

%right ‘^’

%left LOG SINE Nlog COS TAN

%nonassoc UMINUS

%type<dval>expression

%%

start: statement ‘\n’

|start statement ‘\n’

;

statement:MEM ‘=’ expression {memvar=$3}

|expression{printf(“Answer = %g\n”,$1);}

;

expression:expression ‘+’ expression{$$ = $1 + $3;}

|expression ‘-‘ expression{$$ = $1 - $3;}

|expression ‘\*’ expression{$$ = $1 \* $3;}

| expression ‘/’ expression

{

if($3 == 0)

yyerror(“divide by zero”); else

$$=$1/$3;

}

| expression ‘^’ expression{$$ = pow($1,$3);}

;

| expression: ‘-‘ expression %prec UMINUS {$$=-$2;}

| ‘(‘ expression ‘)’ {$$ = $2;}

|LOG expression {$$ = log($2)/log(10);}

|Nlog expression{$$ = log($2);}

|SINE expression{$$=sin($2\*3.141592654/180);}

|COS expression{$$=cos($2\*3.141592654/180);}

|TAN expression{$$=tan($2\*3.141592654/180);}

|NUMBER {$$ = $1;}

|MEM {$$=memvar;}

;

%%

main()

{

printf(“Enter the Expression”); yyparse();

}

int yyerror(char \*error)

{

fprintf(stderr,”%s\n”,error);

}

## OUTPUT:

Enter the Expression 2+3

Answer 5

## RESULT:

Thus the program to design a desktop calculator using YACC tool is implemented.

## EX.NO. 6 IMPLEMENTATION OF THREE ADDRESS CODE GENERATION USING LEX AND YACC

**AIM:**

To design the front end of compiler and generate the intermediate code.

## ALGORITHM:

*LEX program:*

1. Declaration of header files specially y.tab.h which contains declaration for Letter, Digit, expr.
2. End declaration section by %%
3. Match regular expression.
4. If match found then convert it into char and store it in yylval.p where p is pointer declared in YACC
5. Return token
6. If input contains new line character (\n) then return 0
7. If input contains „.‟ then return yytext[0]
8. End rule-action section by %%
9. Declare main function
   1. open file given at command line
   2. if any error occurs then print error and exit
   3. assign file pointer fp to yyin d.call function yylex until file ends
10. End

*YACC program:*

1. Declaration of header files
2. Declare structure for three address code representation having fields of argument1, argument2, operator, result.
3. Declare pointer of char type in union.
4. Declare token expr of type pointer p.
5. Give precedence to „\*‟,‟/‟ „+‟,‟-‟.
6. End of declaration section by %%.
7. If final expression evaluates then add it to the table of three address code.
8. If input type is expression of the form.

a. exp‟+‟exp then add to table the argument1, argument2, operator. b.exp‟-‟exp then add to table the argument1, argument2, operator.

c. exp‟\*‟exp then add to table the argument1, argument2, operator. d.exp‟/‟exp then add to table the argument1, argument2, operator.

e. „(„exp‟)‟ then assign $2 to $$.

f. Digit OR Letter then assigns $1 to $$.

1. End the section by %%.
2. Declare file \*yyin externally.
3. Declare main function and call yyparse function untill yyin ends
4. Declare yyerror for if any error occurs.

## THREE ADDRESS CODE GENERATION USING LEX AND YACC

YACC PROGRAM

/\*(Yacc Program : inter.y)\*/

%token ID NUM

%right '='

%left '+' '-'

%left '\*' '/'

%left UMINUS

%%

S:ID{push();} '='{push();} E{codegen\_assign();}

;

E:E'+'{push();} T{codegen();}

|E'-'{push();} T{codegen();}

| T

;

T:T'\*'{push();} F{codegen();}

|T'/'{push();} F{codegen();}

|F

;

F:'(' E ')'

|'-'{push();} F{codegen\_umin();} %prec UMINUS

|ID{push();}

|NUM{push();}

;

%%

#include "lex.yy.c" #include<ctype.h> char st[100][10];

int top=0;

char i\_[2]="0";

char temp[2]="t"; main()

{

printf("Enter the expression : "); yyparse();

}

push()

{

strcpy(st[++top],yytext);

}

codegen()

{

strcpy(temp,"t"); strcat(temp,i\_);

printf("%s = %s %s %s\n",temp,st[top-2],st[top-1],st[top]); top-=2;

strcpy(st[top],temp); i\_[0]++;

}

codegen\_umin()

{

strcpy(temp,"t"); strcat(temp,i\_);

printf("%s = -%s\n",temp,st[top]); top--;

strcpy(st[top],temp); i\_[0]++;

}

codegen\_assign()

{

printf("%s = %s\n",st[top-2],st[top]); top-=2;

}

LEX PROGRAM

/\*(Lex Program : inter.l)\*/ ALPHA [A-Za-z]

DIGIT [0-9]

%%

{ALPHA}({ALPHA}|{DIGIT})\* return ID;

{DIGIT}+ {yylval=atoi(yytext); return NUM;} [\n\t] yyterminate();

. return yytext[0];

%%

## OUTPUT:

nn@linuxmint ~ $ lex inter.l nn@linuxmint ~ $ yacc inter.y nn@linuxmint ~ $ gcc y.tab.c -ll -ly nn@linuxmint ~ $ ./a.out

Enter the expression : a=(k+8)\*(c-s) t0 = k + 8

t1 = c - s t2 = t0 \* t1 a = t2

## RESULT:

Thus the program to design the front end of a compiler using LEX and YACC tool is implemented and the intermediate code is generated.

## EX.NO:7 CONVERT THE BNF RULES INTO YACC FORM AND WRITE CODE TO GENERATE ABSTRACT SYNTAX TREE

**AIM**

Convert The BNF rules into Yacc form and write code to generate abstract syntax tree.

## ALGORITHM

Step 1: Open the vi editor and given the name as vi innn.l

Step 2: Include the header files stdio.h, y.tab.h and string.h in the declaration part Step 3: Read the digits [0-9] and exponential part in the translation rules part Step 4: Read the identifiers [a-Za-Z] [a-Za-Z0-9] in the translation rules part

Step 5: Read the keywords IF, ELSE, WHILE and data types int, char, float and read the relational operators like >, >=, <>, <= , <

Step 6: Open the another vi editor and name it as innn.y

Step 7: Read the variables, keywords and expression for processing

Step 8: Using stack to perform the syntax tree operations like push the activation data and pop the deactivation data.

Step 9: Top pointer is used to find the current activation data. Step 10: open the c editor to get the input file

Step 11: The input file given in the c file

Step 12: Execute the program and display the abstract syntax tree. Step 13: stop the program execution.

**PROGRAM:**

**vi innn.l**

%{

#include"y.tab.h" #include<stdio.h> #include<string.h> int LineNo=1;

%}

identifier [a-zA-Z][\_a-zA-Z0-9]\* number [0-9]+|([0-9]\*\.[0-9]+)

%%

main\(\) return MAIN; if return IF;

else return ELSE; while return WHILE; int | char |

float return TYPE;

{identifier}

{strcpy(yylval.var,yytext); return VAR;}

{number} {strcpy(yylval.var,yytext); return NUM;}

< |> |>= |<= |== {strcpy(yylval.var,yytext); return RELOP;} [ \t] ;

\n LineNo++;

. return yytext[0];

%%

vi innn1.y

%{

#include<string.h> #include<stdio.h> struct quad{

char op[5]; char arg1[10]; char arg2[10]; char result[10];

}QUAD[30]; struct stack{ int items[100]; int top;

}stk;

int Index=0,tIndex=0,StNo,Ind,tInd; extern int LineNo; %}

%union{ char var[10];

}

%token <var> NUM VAR RELOP %token MAIN IF ELSE WHILE TYPE

%type <var> EXPR ASSIGNMENT CONDITION IFST ELSEST WHILELOOP %left '-' '+'

%left '\*' '/'

%%

PROGRAM : MAIN BLOCK

;

BLOCK: '{' CODE '}'

;

CODE: BLOCK

| STATEMENT CODE | STATEMENT

;

STATEMENT: DESCT ';' | ASSIGNMENT ';'

| CONDST

| WHILEST

;

DESCT: TYPE VARLIST

;

VARLIST: VAR ',' VARLIST | VAR

;

ASSIGNMENT: VAR '=' EXPR{ strcpy(QUAD[Index].op,"="); strcpy(QUAD[Index].arg1,$3); strcpy(QUAD[Index].arg2,""); strcpy(QUAD[Index].result,$1); strcpy($$,QUAD[Index++].result);

}

;

EXPR: EXPR '+' EXPR {AddQuadruple("+",$1,$3,$$);} | EXPR '-' EXPR {AddQuadruple("- ",$1,$3,$$);}

| EXPR '\*' EXPR {AddQuadruple("\*",$1,$3,$$);}

| EXPR '/' EXPR {AddQuadruple("/",$1,$3,$$);}

| '-' EXPR {AddQuadruple("UMIN",$2,"",$$);} | '(' EXPR ')' {strcpy($$,$2);}

| VAR

| NUM

;

CONDST: IFST{ Ind=pop();

sprintf(QUAD[Ind].result,"%d",Index); Ind=pop(); sprintf(QUAD[Ind].result,"%d",Index);

}

| IFST ELSEST

;

IFST: IF '(' CONDITION ')' { strcpy(QUAD[Index].op,"==");

strcpy(QUAD[Index].arg1,$3); strcpy(QUAD[Index].arg2,"FALSE"); strcpy(QUAD[Index].result,"- 1"); push(Index);

Index++;

}

BLOCK { strcpy(QUAD[Index].op,"GOTO"); strcpy(QUAD[Index].arg1,""); strcpy(QUAD[Index].arg2,""); strcpy(QUAD[Index].result,"-1"); push(Index); Index++;

};

ELSEST: ELSE{ tInd=pop(); Ind=pop(); push(tInd); sprintf(QUAD[Ind].result,"%d",Index);

} BLOCK{

Ind=pop(); sprintf(QUAD[Ind].result,"%d",Index);

};

CONDITION: VAR RELOP VAR {AddQuadruple($2,$1,$3,$$); StNo=Index-1;

}

| VAR

| NUM

;

WHILEST: WHILELOOP{ Ind=pop(); sprintf(QUAD[Ind].result,"%d",StNo); Ind=pop(); sprintf(QUAD[Ind].result,"%d",Index);

}

;

WHILELOOP: WHILE '(' CONDITION ')' { strcpy(QUAD[Index].op,"==");

strcpy(QUAD[Index].arg1,$3); strcpy(QUAD[Index].arg2,"FALSE"); strcpy(QUAD[Index].result,"- 1"); push(Index);

Index++;

}

BLOCK { strcpy(QUAD[Index].op,"GOTO"); strcpy(QUAD[Index].arg1,""); strcpy(QUAD[Index].arg2,""); strcpy(QUAD[Index].result,"-1"); push(Index); Index++;

}

;

%%

extern FILE \*yyin;

int main(int argc,char \*argv[]) { FILE \*fp; int i; if(argc>1){

fp=fopen(argv[1],"r"); if(!fp) { printf("\n File not found"); exit(0);

}

yyin=fp;

}

yyparse();

printf("\n\n\t\t ""\n\t\t Pos Operator Arg1 Arg2 Result" "\n\t\t

--------------------"); for(i=0;i<Index;i++)

{

printf("\n\t\t %d\t %s\t %s\t %s\t %s",i,QUAD[i].op,QUAD[i].arg1,QUAD[i].arg2,QUAD[i].result);

}

printf("\n\t\t "); printf("\n\n");

return 0;

}

void push(int data){ stk.top++; if(stk.top==100)

{

printf("\n Stack overflow\n"); exit(0);

}

stk.items[stk.top]=data;

}

int pop()

{

int data; if(stk.top==-1){

printf("\n Stack underflow\n"); exit(0);} data=stk.items[stk.top--]; return data;

}

void AddQuadruple(char op[5],char arg1[10],char arg2[10],char result[10])

{

strcpy(QUAD[Index].op,op); strcpy(QUAD[Index].arg1,arg1); strcpy(QUAD[Index].arg2,arg2); sprintf(QUAD[Index].result,"t%d",tIndex++); strcpy(result,QUAD[Index++].result);

}

yyerror()

{

printf("\n Error on line no:%d",LineNo);

}

Input:

$vi test.c main()

{

int a,b,c; if(a<b)

{

a=a+b;

}

while(a<b){

a=a+b;

}

if(a<=b){ c=a-b;

}

INPUT&OUTPUT:

$lex int.l

$yacc –d int.y

$gcc lex.yy.c y.tab.c –ll –lm

$./a.out test.c

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Pos | Operator | Arg1 | Arg2 | Result |
| **0** | < | a | b | t0 |
| **1** | **==** | t0 | **FALSE** | **5** |
| **2** | **+** | **a** | **b** | **t1** |
| **3** | **==** | **t1** |  | **5** |
| **4** | **GOTO** |  |  |  |
| **5** | **<** | **a** | **b** | **t2** |
| **6** | **==** | **t2** | **FALSE** | **10** |
| **7** | **+** | **a** | **b** | **t3** |
| **8** | **=** | **t3** |  | **a** |
| **9** | **GOTO** |  |  | **5** |
| **10** | **<=** | **a** | **b** | **t4** |
| **11** | **==** | **t4** | **FALSE** | **15** |
| **12** | **-** | **a** | **b** | **t5** |
| **13** | **=** | **t5** |  | **c** |
| **14** | **GOTO** |  |  | **17** |
| **15** | **+** | **a** | **b** | **t6** |
| **16** | **=** | **t6** |  | **c** |

**RESULT:**

Thus the Converted The BNF rules into Yacc form by using code to generate abstract syntax tree.

**EX.NO:8 IMPLEMENT CONTROL FLOW ANALYSIS AND DATA FLOW ANALYSIS**

## AIM:

To write a c program to do control flow analysis and data flow analysis in a high level language program

## ALGORITHM:

Step 1: Include the necessary library files

Step 2: Declare the variables Gen[][], Kill[][] to hold the information generated, killed in each basic block.

Step 3: Declare variables in[] and out[] to store the input and output information of a basic block. Step 4: Read the input program from the user.

Step 5: Do necessary type checking

Step 6: For every new assignment like a:= x op y , update the array Gen[]

Step 7: For every new assignments, if there are any previous definitions of a, update Kill[] Step 8: Define getnum() function to return the numeric equivalent of a character input.

Step 9:Print the information obtained in Gen[], kill[], in[] and out[] Step 10: Terminate execution

## PROGRAM

#include<stdio.h> #include<conio.h>

/\* input

S : a = E | S ; S | if E then S else S | do S while E E : a + b | a

\*/

char a[50][5]; int len=0; void main()

{

char id[26][5]={"a","b","c","d","e","f"}; static char defns[26][10];

int c,i,in=0,x,k; int line[20];

char Gen[20][30]; char Kill[20][30]; char Out[20][30];

char In[20][30]; int j=0;

int getnum(char[]); clrscr(); for(i=0;i<20;i++)

{

strcpy(In[i],"");

strcpy(Gen[i],"");

strcpy(defns[i],"");

}

printf("Enter the program code \n"); do

{

c=checktype(); switch(c)

{

case 1:

printf("1. S : a = E \n"); printf("\nThe input string is "); for(i=0;i<len;i++)

{

printf(" %s",a[i]);

}

x=getnum(a[0]); //x: line no strcpy(Gen[x],a[1]);

for(in=0;in<6;in++)

if(strcmp(id[in],a[1])==0) //a[1] : variable a

{

for(j=0;j<10;j++) if(defns[in][j]==NULL)

{

defns[in][j++]=x;

printf("\nDefinition of %s is : %d",a[1],x); break;

}

}

if(j>1)

{

for(k=0;k<=j;k++)

{ if(strcmp(defns[in][k],a[0])==0)

{

strcat(Kill[x],defns[in][k]); defns[in][k]='\0';

continue;

}

}

}

else strcpy(Kill[x],"NULL"); printf("\nGen [%s] : %s",a[0],a[1]);

printf("\nkill[%s] : %s",a[0],Kill[x]);

// strcpy(Kill[a[0]],) break;

case 2:

printf("\nThe input string is "); printf("2. S | S \n");

break; case 3:

printf("3. if E then S else S \n"); printf("\nThe input string is "); for(i=0;i<len;i++)

{

printf("%s ",a[i]);

}

break; case 4:

printf("4. do S while E \n"); printf("\nThe input string is "); for(i=0;i<len;i++)

{

printf("%s ",a[i]);

}

break; default:

printf("\nNO MATCH \n "); break;

}

printf("\nTo Continue press 1 ,break 0"); scanf("%d",&in);

}while(in==1);

} //endof main int checktype()

{

char s[5]; int i=0;

printf("Enter the program with line no / label \n"); do

{

scanf("%s",s);

strcpy(a[i++],s);

if(strcmp(s,"=")==0)

{

char p; scanf("%s",p);

while(strcmp(p,";")!=0)

{

strcpy(a[i++],p);

scanf("%s",p);

}

len=i; return 1;

}

else if(strcmp(s,"if")==0)

{

char p; scanf("%s",p);

while(strcmp(p,";")!=0)

{

strcpy(a[i++],p);

scanf("%s",p);

}

len=i; return 3;

}

else if(strcmp(s,"do")==0)

{

char p; scanf("%s",p);

while(strcmp(p,";")!=0)

{

strcpy(a[i++],p);

scanf("%s",p);

}

len=i; return 4;

}

}while(1);

}

int getnum(char c[])

{

if(strcmp(c,"1")==0) return 1;

else if(strcmp(c,"2")==0) return 2;

else if(strcmp(c,"3")==0) return 3;

else if(strcmp(c,"4")==0) return 4;

else if(strcmp(c,"5")==0) return 5;

else if(strcmp(c,"6")==0) return 6;

return -1;

}

**OUTPUT:**

Enter the program code

Enter the program with line no / label 1 a = b + c ;

1. S : a = E

The input string is 1 a = b + c Definition of a is : 1

Gen [1] : a kill[1] : NULL

To Continue press 1 ,break 0 1

Enter the program with line no / label 2 if a<b then a else b ;

3. if E then S else S

The input string is 2 if a<b then a else b To Continue press 1 ,break 01

Enter the program with line no / label 3 a = d ;

1. S : a = E

The input string is 3 a = d Definition of a is : 3

Gen [3] : a

kill[3] : 1

To Continue press 1 ,break 01

Enter the program with line no / label 4 do a=b\*c while a<100 ;

4. do S while E

The input string is 4 do a=b\*cwhilea<100 whilea<100 a<100 To Continue press 1 ,break 0
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RESULT:

Thus the program for control and data flow analysis was successfully executed and verified.

## Ex.No : 9. IMPLEMENTATION OF HEAP STORAGE ALLOCATION STRATEGY

**AIM:**

To write a c program to perform heap storage management at runtime for a source code

## ALGORITHM:

Step 1: Include the necessary library files

Step 2: Define a structure variable to hold the heap memory as linked list. Step 3: Define a function create() the creates a new node

Step 4 Define a function display() to print the allocated memory

Step 5: Define a function search() to find an element inside the heap memory Step 6: Define a function dele() to remove an item form the heap

Step 7: Define a function insert() to add new element in the heap and allocate meory. Step 8: If any runtime error occurs print “Memory is not allocated”

Step 9: Design a menu driven code to perform memory allocation steps Step 10: Terminate execution

**PROGRAM**

#include<stdio.h> #include<conio.h> #include<stdlib.h> #define TRUE 1

#define FALSE 0 typedef struct Heap

{

int data;

struct Heap \*next;

}node;

node \*create(); void main()

{

/\*local declarations\*/ int choice,val;

char ans; node \*head;

void display(node \*); node \*search(node \*,int); node \*insert(node \*); void dele(node \*\*); head=NULL;

do

{

clrscr();

printf("\n Program to perform various operations on heap using dynamic memory management"); printf ("\n1.Create");

printf ("\n2.Display");

printf ("\n3.Insert an element in a list"); printf ("\n4.Delete an element from list"); printf ("\n5.Quit");

printf ("\n Enter Your Choice(1-5)"); scanf("%d",&choice); switch(choice)

{

case 1:head=create(); break;

case 2:display(head);

break;

case 3:head=insert(head); break;

case 4:dele(&head); break;

case 5:exit(0); default:clrscr();

printf("Invalid Choice,Try again"); getch();

}

}while(choice!=5);

}

node \*create()

{

node \*temp,\*new,\* head; int val,flag;

char ans='y';

node \*get\_node(); temp=NULL; flag=TRUE;

/\*flag to indicate whether a new node is created for the first time or not\*/ do

{

printf("\n Enter the Element"); scanf("%d",&val);

/\*allocate new node\*/ new =get\_node(); if(new==NULL)

printf("\n Memory is not allocated"); new-> data=val;

if (flag==TRUE)/\* Executed only for the first time\*/

{

head=new;

temp=head; /\*head is the first node in the heap\*/ flag=FALSE;

}

else

{

/\*temp keeps track of the most recently created node\*/ temp->next=new;

temp=new;

}

printf("\nDo you want to enter more elements?(y/n)"); ans=getch();

}while(ans=='y');

printf("\nThe list is created"); getch();

clrscr(); return head;

}

node \*get\_node()

{

node \*temp; temp=(node\*)malloc(sizeof(node));

//using the mem. Allocation function temp->next=NULL;

return temp;

}

void display(node\*head)

{

node \*temp; temp=head; if(temp==NULL)

{

printf("\n The list is empty \n"); getch();

clrscr(); return;

}

while(temp!= NULL)

{

printf("%d->",temp-> data); temp=temp->next;

}

printf("NULL"); getch();

clrscr();

}

node \*search(node \*head,int key)

{

node\*temp; int found; temp=head;

if (temp==NULL)

{

printf("The linked list is empty\n"); getch();

clrscr(); return NULL;

}

found=FALSE;

while(temp!= NULL && found==FALSE)

{

if(temp->data != key) temp = temp->next; else

found = TRUE;

}

if(found == TRUE)

{

printf("\n The Elements is present in the list"); getch();

return temp;

}

else

printf("\n The Element is not present in the list\n"); getch();

return NULL;

}

node \*insert(node \*head)

{

int choice;

node \*insert\_head(node\*); void insert\_after(node\*); void insert\_last(node\*);

printf("\n1.Insert a node as a head node"); printf("\n2.Insert a node as a last node");

printf("\n3.Insert a node as at the intermediate position in the list "); printf("\n4.Enter your choice for insertion of node "); scanf("%d",&choice);

switch(choice)

{

case 1:head = insert\_head(head); break;

case 2:insert\_last(head); break;

case 3:insert\_after (head); break;

}

return head;

}

/\*Insertion of node at first position\*/ node \*insert\_head(node\*head)

{

node \*New,\*temp;

New = get\_node();

printf ("\n Enter the element which you want to insert "); scanf("%d",&New->data);

if(head == NULL) head = New;

else

{

temp=head;

New->next = temp; head= New;

}

return head;

}

/\*Insertion of node at last position\*/ void insert\_last(node \*head)

{

node \*New,\*temp;

New = get\_node();

printf ("\n Enter the element which you want to insert "); scanf("%d",&New->data);

if(head == NULL)

{

head = New;

}

else

{

temp=head;

while(temp->next!=NULL) temp=temp->next;

temp->next=New;

New->next=NULL;

}

}

/\*Insertion of node at intermediate position\*/ void insert\_after(node \*head)

{

int key;

node \*New,\*temp;

New = get\_node();

printf("Enter the element after which you want to insert "); scanf("%d",&key);

temp=head; do

{

if(temp->data==key)

{

printf ("Enter element which you want to insert "); scanf("%d",&New->data);

New->next=temp->next; temp->next=New; return;

}

else

temp=temp->next;

}while(temp!=NULL);

}

node \*get\_prev(node \*head,int val)

{

node \*temp, \*prev; int flag;

temp = head; if(temp == NULL) return NULL;

flag = FALSE; prev = NULL;

while(temp!=NULL && !flag)

{

if(temp->data!=val)

{

prev = temp;

temp = temp->next;

}

else

flag = TRUE;

}

if(flag) /\*if Flag is true\*/ return prev;

else

return NULL;

}

void dele(node \*\*head)

{

int key;

node \*New,\*temp,\*prev; temp=\*head;

if (temp== NULL)

{

printf ("\n The list is empty\n "); getch();

clrscr(); return;

}

clrscr();

printf("\nENTER the Element you want to delete:"); scanf("%d",&key);

temp= search(\*head,key); if(temp !=NULL)

{

prev=get\_prev(\*head,key); if(prev!= NULL)

{

prev ->next = temp-> next; free(temp);

}

else

{

\*head = temp->next;

free(temp); // using the mem. Dellocation function

}

printf("\nThe Element is deleted"); getch();

clrscr();

}

}

**Output:**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAoQAAAFMCAIAAADdhjpcAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAdbUlEQVR4nO3de6wdR33A8Tn2dRw7DXEaB9sxkIgqNEQoAgoFISqtQJXs/gFNKx6FENSm8EdpVUCtQC1CvwJqoraU0qZ/QACJlwhQqZFa1UEp5KSQOiiB5A9TuYmEIqA4DwdjE2yca/v0j713PXfnsTO7szt7zvl+NLLP2Z0zOzv7+J2Z3bN3cuih+3bv2bHzXRepfkwmlmnuWefn22dOJu5Zjk9Nqv+NmRPrS+usiTXfxPlmYwGuJdvWxJhlvHK0m61pmpraN2vSagOV/zhXzLuBNv7vfOnN1WYDhTS6J+/59zGbdcPMVhvIfTQ0byBbbUI3kDYjegNV723tEbrtNq523MHlbJqGg8tz4gnadvV1cx921lpM3LM8n/LulUHbbtJqA5UTPPuNfbo2yxM2LJ9S/hV1b6BR2ZS7AgAALLuV3BUAAGA4//VHEZnf++53/P0/3BaV/4EX3NZiKQRjAMByOfHTH4Zku+trB9rlb/EpgjEAYOmsPnOy1/yxn3IE49m5iTrrvFau5ZupTWqyOaJqAABgI3swvvDUwec/79LNky2z2cycu2Vl82ymNm2erKyeePiHPzmurpldeEXP9QQAYGHZg/G2F77kqT271Lmz5qzZTP3mtRc//cxkxwVnX/HIVz//M3Xw4XvU836vnu2rz7GWvOmNPwqv3Pdv3bXrks0Xve3H4R+pPHDz5b96xcrWLZMnjp/94r2n3vfFEy0K0Z36/G6l1LYbHzv1ud3llNOrs4ePnHnFB56q8pz87G79Ixe9/bGOCwUAjMrOXdeYE48+frhjsfZgfN3s/hPffWDT5gusc7//P2qm1BNK/WB28vjTu1dmq2eMPJM3rAXdMipHxeDK83a2vKT9s8/uUUr99b/+7OY7nj700We/6mr7inSx7cbH3vGabR9548XHPr3r0pse12dtf/tjKmCIHwCwDMr4rQdsc4o92p05/M0H/+MTQct44fUrO15mBuOMvvlXO7dumdz9vdM33/G0UupFf/ZETwu67RunXnLVlt8vtn/7I5fp/WMAwAKr9YOtfWXTzl3XlB+05rc/9OPsbKKU2rdv32w2m81m+/btq2bVriLPZkpZLiv7nPvK3nNf2bu2oC/vPfvlDa+/+zfP/sln9uj5n/rMnjO37/3Why+vpnznlstXv3TF6peu+M4tlyvDC/euKKWm3zvtqsDpL+6xTv/FF+zTPd71mRNKqSt3cgsbACy4nbuuKeNo+aJ626gK3vpHahHdEYzPnlFKHThwYP/+/fv37z9w4IDSwrAem5M7/KPVrx48pU+57A+O/Pt3Tr3y6gvu+sBOpdS3PrTzuiu3fPm/T336Gz+/7sot3/rQzloJz9q+SSlVdouHUS6xcvKzu2sXjwEAy6wWes1rzA0XZe+88061/uTc8t8yNvuepdvNW/7xmHm59bf/9idnbt/70udvUUq95KotSqkb/umYUuqm11z04qu2hBde9YnLF1tvOLL2dr1PXHaOL1yf3g7XjAFgIZkD1IGd40b2nvHmzWtBet++feVgtVrvGZfhudfOscsl2zcppbZu2RDmam+VUidOnnOVsPWtR7a+9Yj+Ym36DUfKAHzh+otA73vdRUqpJ09YbjsHACy8o48fDrmVuhazzRDu6xlXA9T79+9X2l+W6btz7Hd6daYH4NOr9UvWjz559rorN33hjy+94dZjfVfm5b+yRSn1vR+N6g42AEAQMyh2/5GSZyn6DVzV/VwlXzC+8847rRHXNT3Q8ZPnLtm+6S9/5+IrLw+97+mOP/9lpdTDR1aVUg8+uvrKqy/4wp9c+ksXTpRSDz26Wsv8yf/8+UdvvGTfi7e+87XbP/n1k4f+7tm/eGb2sr94ssqg94l1saPT73/dRa990dYnT5z9rVt6j/oAgOy6DEpXoffo44dDe8Yrm0L/tOKmyURN4m6nPvDgL67/9W0ffvOzHv5xPY6aHj6yeub2veWLa9/zhJpMXv3Bo9+95fI3vWqbUurbjzzz6g8erX3kk18/ednFm976G9tvvWnHrTfteOL42X877LyzurVTn9t94uS5g488Y0bi6u4tHvoBAGMW1Q9u3Wk2Pxh6A9eJlede9fI3bN7ccG/URJ1bveA5x0/7rpiaj/t4y8ePKXVMGX/zefOb/q9euTfXp5R+7f1PWqdXbr7j6fN3UycaTd/2tsfK0rbdeD7E1sre/nbnLAAAXOzB+NDJa1e2XaZmjf3jmZqdOfOs5yavFgAAy8MejM9d8tJnBq4IAADLKvTaMAAA6EnLv8QAAMCcuutrB3rN3+JTBGMAwBJ577vf0Wv+dp8iGAMAlsgDL7hthEvhmjEAAJmt9YyP/vPP89YDAICltRaMp3ffk7ceAAAsrfPXjO89eH/GegAAsLQ23MD1+utvyFUPAACW1ijupp4WhTmxmE7Pvy4KpdTUmLL2cW36kPUxF23Ws48qFT2Ub+VazVhmew62CmqQpsu7fzauVKrtGKuP7d7fIRarWrtFWqkoZQtUq197q+LXa+AdVa+wWXmrXo/rTndTT4uiltqVUzVBMZ0G7tnT6bS/DVarj1mlqEUXbZvl/OLWdxR9vxlAqhY2t+9wq5Cv6YbZP1XASuU6y2fc7h7dj0dlO48Ps9zFNv6vI70e1516xn31M6bT2v6dfSOFf0Wof5AjMJ/Ab7sJFpRv/ywPlmlRDDnYkFHHpk4eiQPb37/c7Oe3nizqevVkFMPUNfqeHTss0Mcwgqs+jcutJiYcfqkd86719ddnOp3WRpAa262PkTS9TPO1vz5tFhfcPrVZVd3M7TiG/TO8/Fr9Xe2vvLtKwkpG7YeNmyx8/+9pONS1n3iW267+gfkz6lL/wHJcb5OIak/P+SHKKIapawVumBIzLFA1ivWc3r0+tfIb61lNma5rV41ifTSs1jie9dWX6NlFylmN7VYURZImrVahCGiKhNuxxr++5URruLI2acb9M7b8wEXr5SQ509W2e7v90GxqV37X9FTHo4trP/Es11qNwHZoXN/BmGd+T/M21r8yzHpFnVftJbjPD1HGNUxdpLiwlHCbJalPElVNpkV9QMy6vo1n26n2PU5nPYRSnbbKpSYpan71fa4c/lzcyHWi8OyHEYUv5QiwrmxDPRgsiaqT0KkQx0l++ONojMPUHWN88t0x+XeOWFWvojx11eKx55u1cuxSU0cHZQDWVRhGeKe832r0XIE5Oh0n2Q/naH37Y+2I900/lkdycCU0/H41rmHqhMqviqlK675qaevTX/l913NI4xnYMKVqZ9dJsEv51Zl9jvYEV21jpwctS9uvYoNQH61alZlrmHpg+rBw398/hjwKJoceum/3nh3Tu++59+D9uR76oZ8uG8dgXTucOb31FrKevgvj+pP/AKiWrn+kXX2Uu4lc62utp6dxrLNqNW+931eV189invY0GzZ503nW1/q2tn3NJqrNGnL/bNwfzB3AuomtTd2l/WN3Wtcsz/7QuP97FtG1R75xrzaX66qSq5763FTt0LfqWK59KbGuV0j9PedVs906BmO9zp76x26v1vUZRTAGRq77d4I5kvbL0OLVx2Pk1UNPkmz3TsPUwDKovvaa34sXUhX2RhJaxlYfl2XbT1BKtt0PPXTf0ccP/8vtn3jPn/5h51oBAIBoCe6mns1m1evJZJI8P7AMquOCgwJIq0XQ8X2knDMJzh8m2TD1ZDKx1LhK/pzAciuP5PK40I/qxo+kWjSwqKqDK+r4KtnjWu2FK2ckrhkDmemROPB8QSQGMph533ZTH6aO/daQpBKcEbAMYo8Xs7tcC9W1ke0qj2t6YDn++gDzxbVXu/Zn31FQzrENU4eX71qo/ZrxwMPIjFoD4apwWztwyumz2ayKtdXrqHI8+TvVG8iqtrf3vT/HXpxmmBoAsOCivndm4buburGXzTA1EG7MJ4IQHKeYR64RoDbD1DPjtSdvZABt/mnTAGeQeT9JAV3ow8ux399Tfd8PKYfjFPPIdc9Em/15sjEeewvwlG+N08mGqcuzSdqcwJIwzxT6RP0ysCd/pTrEandox5YDLIx2ccfyqYnxokP5ugQP/XAew67JHPOAwXpc6BPN27XCi2pXDrAA2u3hzfdUp1iKjhu4gAVh/lQJwLzY8FebPvbxT7mG1wEAQFci1sn0jAEAyIxgDADA4GTDO4IxAACZEYwBABiWaP8qpQjGAABkRzAGAGBAYnlNMAYAIDOCMQAAQxH7FIIxAACZJXg2NQAACCL2yfSMAQDIjGAMAEBmnYapp9NpbUpRFF0KhNJadX4bs1yF+a1/KnPaDnO3B/bdzrkaZE73H7TTqWdc7SVFUZSvzfA8fqOqs374japicFm8zcTZv4YGQWvO84NoSSnFDVyjPZPO9fE/15WP4t9/lqcd8lrUdl7U9VoeUfGll2Csj+rURlr0yum7mvUjseXEDptX+c1hKFc9PeXUKhxST3O9GqsaUk67dtA/27r+jdvXzBy+3MZVcJXffbv484fvPyH7bWN+j9jyAwvsuH0Dh3lb7A+t2zPw0HOdTK1Vjd2OnuM0an1dYstvnd91vFg3ZfJ6hrRPyKmyezu4pgfu/2lu4JpOp/oamoss51Z5ag2hTw8pp8psNmjts65jSc9ZK81TT3850+m09hFXOf72UVp7+uvjaR8V0w4e1nZu3C7WueHtmSp/qu2imtqhtv+oVu1gTk/bbuHl6AWGtJvyto/Z/rEal2v9lL899fNM4HIDhbdPNUsZx2mL/cdTn1r5jftJYH5XDdvxtEP4/mzN79ruqdrBVZ+qffRaeaTpGbsWUx6HXbaQq5zuZQ7GU9XaegWeIxrLSchfZk/LLcvUT+J9CN8u/sz9GaYd/BUwJ1qbotf2yd4O3fVxjHQsIWGVcp1/uucfZhGB+r1mrH+5SFiO+e1mzDyr31P7pNLYzj0tVxlfXZOX7y92PPvbAO0Qy6zGAO0zwnYIN87zVcJmzHX+6Zi/FFvt/na/NMPUHVXNl3FP7XvpedfOr9b+2U92tZrMxXbpY/sO2Q6xhtyfU7VDwvNM9kNmzPutGkH7eCpjFdsOfeSfHHrovt17dkzvvufeg/d/7OOfms1mSqnJZKKU0l+7FlC91pvbNd0/S89gHnWucgrjhi9rh8ZDLyq8nq5Cah+xlpOq3fzltGuH8HZurKeeoXGVi4AbKxor7ym/NiuqPT31VAH7jz7Xs1xr5y9JO3jK9xdifqTLdgxZhdj9wdrOIevb4uTgOUBcDWXdSULOV7HHkafyjeW7ThSB+f2VCd/f/Mt1tVtIOzcuy7pe7drNXKjl/CCilOWvKHYKxqnEnixGaE6rvfDYLnmNqv2Tn2dGtXYjNJL2GV18KYOxYRTBWMX3AEZlriu/wNgueY2w/ZNUaYTrNSojbJ9xVWnkwRgAgCUgGx6/tZ7i7qaerv/uMDBz9Tr/lxEAALITe4q4m9q8p6Axc1EUrvsRuuujTAAAeiT2FNQzjg17A1wkJxIDAOaPdAjGHXu3Ifedu8a0/bfUm3eNMzYOABgv6TxM3Z0ZHcvY6RnTLtYpW+jV5/rLAQAgP+nQM05uanuWqTV2tgioxGAAwEhJvmBsXkIuX9c6yq5+c2w3l9FpAMBISW/D1NN11ZQuo8S1olrnjy0HAIDeiT0FPfTDjGoNz97cOF3ZwnNjZrNw1z1fjTd8AQAwCmJ/6AdP4AIAYDD2YDzo3dQAACw1GcFPmwAAWGrS7W7qqGuxtWvM/tuk2+HaMABg/kiHnnHswzT0h3KE5G9Bf9YHAADzQTINU1vjMaEUALCMpPOzqZNo8Qxq/VldUSPkZvn6NwO+DQAAhiYpesbdw5i1T+waBq/eRo2Q82xqAMBISefHYfbXoSz7vnrQbY0ADAAYL0lxN3V/Q7tJBpDbPcsaAICBSIq7qZXtmc/ms6ldn/WU33ccrVWeC8YAgAwk0TB1VE4z8umF6JeK9XDuuqisjHu7POXoQ9/6Z+kxAwCykQ5/KCJXnVXq4XG6xQCArOzPpo7oGQ9P72HzuC4AwNyTzsPUw0sVOAnAAIBRkAGfTd0i/6Kar3YYfhjf3z5cVgCwaGTAZ1Mr4/HUQxrVLVrdfznd2qjawSVh+8zF+gJYdjKOx2H2jTNyqV07jG1Dh9eH7Q5gPsgIrhnXzpiunzw1Ttd/6WT9gbLnV1KeKll/NxVSiKucjst1zWqs5xy1Q2w5/nqGry8A5CGdn02d6okZ5nC3axjcNb3x4mKxLrAy1uH38GH52GF8f/5yoj6rMb+rfWLbwT8r8PJEVP6o+jTuD+HrCwB5SOeecXUG7PhDI2vJVbGuU7BV+ZEuJ/2Ew5uxRfWdP4teK+nfTwBgDsgIhqk99L5O7TzrOe3qncgWrEPcrcVWo+/8w0vbnlae/QQA5oB0u5va3z31Zwgv33Mej11Exyq11nc956Ud+tDHfgIAg5Juj8PUT3C1Hol56c6V3zyT1mZFlWOtjKs+LnrmqkqeejaWo9z11+c2to9ydzRD2lO1bQd9KV3aofbxqOUGTg/ZDwFgXMT+OMyxP5saAIAFYg/GEXdTAwCATqTzT5sAAEAnkuhu6hYXAmOvWS7SNb85Wq8s11xDLv+PvN0AIIKk6BkH3qdanT3Df+XS4pejc3HTbMZfxMbedK16/lWSVcL2mYv9AcCykxRP4Gqx3J7O75x5/Vq3T8ZvD6bwyrA/AJgPkuJPKBbdHnel4odt/T9tMkdW05bfsZyOy3XNaqynp32ieH6nFFv/1ouuFRK7PwDAuEiKP6HYsQ5VOYHdZVd+fRhc7zzFll8rwYxtHevZLn8x+LOp9WAWchE3tv4tWKsduz8AwOhI5xu49BPrtMPjqWNP0L3mTzi8Oar1imJ2fM1FF50HRboreDY1gHknHYKxOU7Y5VQY+9n+8uvr0j3SjGe9ktM7u3npG2sM9QGAONLb74yn61xzlWPAM7YLa80fO71vqdYrV/4xq9bF8/1pkdYXwAKSbs+mLlkvKJqX7qwXET0lmB9RthNuLaKby/Xnt9ILqU705hk//LKrpz76XE9LWt825jfraW2f1pV3NX5g/UMWrZeWan8AgHHh2dQAAOTGs6kBAMhLeDY1AAB5SYe7qV0X8AI/1e72ZgAAFo107hkXmsbMjXe9huPmWADAgpABh6n1SBwVj81ITyQGACwOSfQnFLvw/BTH/6MpfrUCAFgEku5xmH1ERGsHumh6TCMAAPNE0j0OcxrzYGrGmQEAWCM5ftpEJAYA4Dzp9icUPWF1uq6a0vjkwhZ45jAAYO5Jh2BcBdfwK7jWH0Hp5dQCth5r9ddRD4gGAGDUJMUfioiVtnMMAMCcsz+but+fNhGAAQA4T3g2NQAAeUkPD/2w3lGVsTfs//u+wyy9VLsiHluNhJW3FhX44zTPM8ldxbryAwCU6icYmw/lCLnhOepnyvOi9j2gXMeqfcZQq9rEcNaNVa6adVMu3sYFgGRkkGHqxhPxQv48KXkvPPCvcfiZtUr787AkfwUEAJaL9P9savMHS6WQZ01b77vWs3UMeJ7yzWHtjsu1ZvYMIdTiZcLprp+Wuesex9M/BgBYSJ89Y2uXq+remaG39ivkKnI0Xmr1BxJ9lFjZgm5gNIpdbqPa1xRPfax9Ylf+2PXyVM9kzo0trV1lAGCRSZ894yRdLs/Hy2AWUn73PnS75fqlHcGuTemveuYQt39FYvMDwNKR/oepO555PR8vtD+NPKR2y034bSCEdUHDDCAPvKYAMPdkkBu4Ygczw6ePWfJrsR7h7da9Vv5tYUbiedx2ADAo6eFxmNYzb22g2HrKrnJai6pd6zUze7g+0jhdr3aL5VoXUVtTs1n89bQW5clvraproZ6PmB93Ldc/Zk6PGQDqxP44zH6fTQ0AADT2YMzjMAEAGIrwbGoAAPISgjEAAHkJwRgAgLyEYAwAQF5CMAYAIC8hGAMAkJcQjAEAyEsIxgAA5CUEYwAA8hKCMQAAeQnBGACAvIRgDABAXkIwBgAgLyEYAwCQlxCMAQDISwjGAADkJQRjAADyEoIxAAB5CcEYAIC8hGAMAEBeQjAGACAvIRgDAJCXEIwBAMhLCMYAAOQlBGMAAPISgjEAAHkJwRgAgLyEYAwAQF5CMAYAIC8hGAMAkJcQjAEAyEsIxgAA5CUEYwAA8hKCMQAAeQnBGACAvIRgDABAXkIwBgAgLyEYAwCQlxCMAQDISwjGAADkJQRjAADyEoIxAAB5CcEYAIC8hGAMAEBeQjAGACAvIRgDAJCXEIwBAMhLCMYAAOQlBGMAAPISgjEAAHkJwRgAgLyEYAwAQF5CMAYAIC8hGAMAkJcQjAEAyEsIxgAA5CUEYwAA8hKCMQAAeQnBGACAvIRgDABAXkIwBgAgLyEYAwCQlxCMAQDISwjGAADkJQRjAADyEoIxAAB5CcEYAIC8hGAMAEBeQjAGACAvIRgDAJCXEIwBAMhLCMYAAOQlBGMAAPISgjEAAHkJwRgAgLyEYAwAQF5CMAYAIC8hGAMAkJcQjAEAyEsIxgAA5CUEYwAA8hKCMQAAeQnBGACAvIRgDABAXkIwBgAgLyEYAwCQlxCMAQDISwjGAADkJQRjAADyEoIxAAB5CcEYAIC8hGAMAEBeQjAGACAvIRgDAJCXEIwBAMhLCMYAAOQlBGMAAPISgjEAAHkJwRgAgLyEYAwAQF5CMAYAIC8hGAMAkJcQjAEAyEsIxgAA5CUEYwAA8hKCMQAAeQnBGACAvIRgDABAXkIwBgAgLyEYAwCQlxCMAQDISwjGAADkJQRjAADyEoIxAAB5CcEYAIC8hGAMAEBeQjAGACAvIRgDAJCXEIwBAMhLCMYAAOQlBGMAAPISgjEAAHkJwRgAgLyEYAwAQF5CMAYAIC8hGAMAkJcQjAEAyEsIxgAA5CUEYwAA8hKCMQAAeQnBGACAvIRgDABAXkIwBgAgLyEYAwCQlxCMAQDISwjGAADkJQRjAADyEoIxAAB5CcEYAIC8hGAMAEBeQjAGACAvIRgDAJCXEIwBAMhLCMYAAOQlBGMAALITy78EYwAAMlvJXQEAAJaG2CfSMwYAIDOCMQAAQxH7FIIxAACZEYwBABiQWF4TjAEAyIxgDADAsET7VylFMAYAIDuCMQAAg5MN7wjGAABk1u0JXCKR+UkkEolEWqDkIo551fSZUkqpydq71D1jx9LPzyWRSCQSaZFSCkmDsRhvZWNdhUQikUikBUpq/d9u0gVjCctDIpFIJNLCpFL1oq3mYDxzO1+JwHoIiUQikUgLlCq1t5FWPPMmk4ln7vrCYwiJRCKRSAuUamT935kxy2slLrtrqeH5SSQSiURapKSr3jZ2ZjeyD1N7hqYZpiaRSCQSaS1Vam8j1YPxJMaGT4ZUQkgkEolEWqBUql601edPm6wZSCQSiURamKTW/+1mJUEZOnG8rqaQSCQSibQwKZFhn00tJBKJRCItUEpkcuih+3bv2TG9+557D97/+utvSFYwAAAIsxKSaVoU5sRiOtUz6G9diqJQSk2n09rrxo+sLSVgEe24KhNYydZLLA1Z/jDtCQCIEjRMXQXaYjo1g641VKcynU77jhlVfCr6XBFzidWq9bFcV7sN0J4AgFhtrhlX8XhaFL1G4gHUAmFIXCyKwpXNMwsAAJegYeqaalC6/DdJPI4aPq16ltWnWvf2osbMG3OWVSqKIrw+tZzWdtBXs1YBhp0BYAHE9YyTdIXN7mPssG2VrdeRXpM+oF0x3zbWp6pzYDu4LmYPMNwNABhAXM84SVfYFTnGH0vMjmk1vXod2MnW47Hr4q45scw8/oYCAERpM0wdcuN0C6MaZdUDnh5f/QPRgZFY79FGDWtXdQjJDACYF22Cca/CL9/2qtYB1evjqVvCao+kHQAAAwh66Ic+Lq13i83xan+nWQ8wgTcimUOy1lHujkHLFfn6i4gh6xtyl1bHdjMLBAAMb16fwEXHEQCwMIZ9NnUigTctAwAwF85fMxb5YMZ6RDl+7Ae5qwAAQDJrwfh33/TOvPUAAGBprQXjp57437z1AABgaa0opR478tPc1QAAYHn9P9lcwvng+JD0AAAAAElFTkSuQmCC)

**RESULT:**

Thus the program for heap management at runtime was successfully executed and verified.

## Ex. No: 10 IMPLEMENT THE BACK END OF THE COMPILER WHICH TAKES THE THREE ADDRESS CODE AND PRODUCES THE 8086 .

**AIM**

Write a C program to Implement Code Generator.

## ALGORITHM:

Step 1: Start the program with necessary header files like stdio.h, conio.h, ctype.h and ctype.h Step 2: Declare the variables, char array and files

Step 3: Enter the filename of the intermediate code to open the given file Step 4: Open the intermediate file in read only mode

Step 5: If it is not end of file read the input file and display the values like ADD, SUB, MUL Step 6: After read the intermediate file close it.

Step 7: Open one new notepad and type the intermediate code name it as k.txt Step 8: Display the intermediate code output

Step 9: stop the program execution.

## PROGRAM

#include<stdio.h> #include<conio.h> #include<ctype.h> #include<stdlib.h> void main()

{

inti=2,j=0,k=2,k1=0; charip[10],kk[10]; FILE \*fp;

clrscr();

printf("\nEnter the filename of the intermediate code"); scanf("%s",&kk);

fp=fopen(kk,"r");

if(fp==NULL)

{

printf("\nError in Opening the file"); getch();

}

clrscr(); while(!feof(fp))

{

fscanf(fp,"%s\n",ip); printf("\t\t%s\n",ip);

}

rewind(fp);

printf("\n \n"); printf("\tStatement \t\t target code\n"); printf("\n \n");

while(!feof(fp))

{

fscanf(fp,"%s",ip);

printf("\t%s",ip);

printf("\t\tMOV %c,R%d\n\t",ip[i+k],j); if(ip[i+1]=='+')

printf("\t\tADD"); else printf("\t\tSUB"); if(islower(ip[i]))

printf("%c,R%d\n\n",ip[i+k1],j);

else printf("%c,%c\n",ip[i],ip[i+2]); j++;

k1=2; k=0;

}

printf("\n \n"); getch();

fclose(fp);

}

**k.txt:** X=a-b Y=a-c Z=a+b C=a-b C=a-b

Output:
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## RESULT

Thus the program was executed and machine code was generated.

**EX.NO:11 IMPLEMENTATION OF SIMPLE CODE OPTIMIZATION TECHNIQUES (CONSTANT FOLDING., ETC.)**

**AIM:**

To write a C program to implement the code generation algorithm.

**ALGORITHM:**

The code generation algorithm takes as input a sequence of three – address statements constituting a basic block.

For each three – address statement of the form x := y op z we perform the following actions:

1. Invoke a function getreg to determine the location L where the result of the computation y op z should be stored. L will usually be a register, but it could also be a memory location. We shall describe getreg shortly., L to place a copy of y in L. if the value of y is currently both in memory and a register. If the value of y is not already in L, generate the instruction MOV y, (one of) the current location(s) of y. prefer the register for y
2. Consult the address descriptor for y to determine y

is a current location of z. Again, prefer a register to a memory location if z is in both. Update the address descriptor of x to indicate that x is in location L. If L is a register, update its descriptor to indicate that it contains the value of x, and remove x from all other register descriptors., L where z

1. Generate the instruction OP z
2. If the current values of y and/or z have no next users, are not live on exit from the block, and are in register descriptor to indicate that, after execution of x := y op z, those registers no longer will contain y and/or z, respectively.

**PROGRAM:**

#include<stdio.h> #include<conio.h> #include<string.h> struct op

{

char l; char r[20];

}op[10],pr[10];

void main()

{

int a,i,k,j,n,z=0,m,q;

char \*p,\*l; char temp,t; char \*tem; clrscr();

printf("enter no of values"); scanf("%d",&n); for(i=0;i<n;i++)

{

printf("left\t"); op[i].l=getche();

printf("right:\t"); scanf("%s",op[i].r);

}

printf("intermediate Code\n") ; for(i=0;i<n;i++)

{

printf("%c=",op[i].l);

printf("%s\n",op[i].r);

}

for(i=0;i<n-1;i++)

{

temp=op[i].l; for(j=0;j<n;j++)

{

p=strchr(op[j].r,temp); if(p)

{

pr[z].l=op[i].l; strcpy(pr[z].r,op[i].r); z++ ;

}} }

pr[z].l=op[n-1].l;

strcpy(pr[z].r,op[n-1].r); z++;

printf("\nafter dead code elimination\n"); for(k=0;k<z;k++)

{

printf("%c\t=",pr[k].l);

printf("%s\n",pr[k].r);

}

//sub expression elimination for(m=0;m<z;m++)

{

tem=pr[m].r; for(j=m+1;j<z;j++)

{

p=strstr(tem,pr[j].r); if(p)

{

t=pr[j].l; pr[j].l=pr[m].l ; for(i=0;i<z;i++)

{

l=strchr(pr[i].r,t) ; if(l)

{

a=l-pr[i].r;

//printf("pos: %d",a);

pr[i].r[a]=pr[m].l;

}}}}}

printf("eliminate common expression\n");

for(i=0;i<z;i++)

{

printf("%c\t=",pr[i].l);

printf("%s\n",pr[i].r);

}

// duplicate production elimination for(i=0;i<z;i++)

{

for(j=i+1;j<z;j++)

{

q=strcmp(pr[i].r,pr[j].r);

if((pr[i].l==pr[j].l)&&!q)

{

pr[i].l='\0'; strcpy(pr[i].r,'\0');

}}

}

printf("optimized code"); for(i=0;i<z;i++)

{

if(pr[i].l!='\0')

{

printf("%c=",pr[i].l);

printf("%s\n",pr[i].r);

}

}

getch();

}

**OUTPUT:**

enter no of values 5 left aright: 9

left bright: c+d left eright: c+d left fright: b+e left rright: f intermediate Code a=9

b=c+d e=c+d f=b+e r=f

after dead code elimination b =c+d

e =c+d

f =b+e

r =f

eliminate common expression b =c+d

b =c+d

f =b+b

r =f

optimized codeb=c+d f=b+b

r=f

**RESULT:**

Thus the above program is compiled and executed successfully and output is verified.
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**Ex.No:12** Implementation of adding line number to a given three address code in file

**Aim:**

To write a program to adding line number to a given three address code in file

Algorithm:

Step 1: Open the vi editor and given the name as vi var.y

Step 2: Include the header files stdio.h, ctype.h in the declaration part

Step 3: Read the variable in the translation rules part

Step 4: Analyze the recognized variable, whether it begins in letter or digit.

Step 5: If the given variable is begin with letter, to display the output otherwise produce the error message

Step 6:In the main program read the expression using yylex function

Step 7: The getchar function is used to get the character and digit of the variable

Step 8: If the given variable is begin with alphabet return the accepted otherwise return the error message

Step 9.Stop the program execution

Program:

**var.y**

%{

#include<stdio.h>

#include<ctype.h>

%}

%token let dig

%%

sad: let recld '\n' {printf("accepted\n"); exit(0);}

| let '\n' {printf("accepted\n"); exit(0);}

|

|error {yyerror("rejected\n");}

;

recld: let recld

| dig recld

| let

| dig

;

%%

yylex()

{

char ch;

while((ch=getchar())==' ');

if(isalpha(ch))

return let;

if(isdigit(ch))

return dig;

return ch;

}

yyerror(char \*s)

{

printf("%s",s);

}

main()

{

printf("ENTER A variable : ");

yyparse();

}

**INPUT & OUTPUT:**

[user041@localhost ~]$ yacc -d var.y

[user041@localhost ~]$ cc y.tab.c -ll

[user041@localhost ~]$ ./a.out

ENTER A variable : adfd0102

accepted

[user041@localhost ~]$ ./a.out

ENTER A variable : 099err

syntax error rejected

**RES ULT:**

Thus the program was executed by using YACC tool.
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